
UNIT – III Stacks and Queues
Stacks :

A stack is a data structure where elements are inserted and removed according to the last-in first-out (LIFO) mechanism.


[image: ]
Stack Data Structure:
Stack data structure works on the principle Last In First Out (LIFO). The last element added to the stack is the first element to be deleted. Insertion and deletion takes place at one end called TOP. It looks like one side closed tube.
Operations that can be performed on a stack include
· adding an element into stack is called push operation
· The delete operation is called as pop operation.
· Push operation on a full stack causes stack overflow.
· Pop operation on an empty stack causes stack underflow.
· Top (or) stack pointer(sp) is a variable/pointer, which is used to access the top element of the stack.
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push(value) - Inserting value into the stack
In a stack, push() is a function used to insert an element into the stack. In a stack, the new element is always inserted at top position. Push function reads an integer value and inserts that value into the stack. We can use the following steps to push an element on to the stack.

· Check whether stack is FULL. if (top == SIZE-1)
· If it is FULL, then
· display "Stack is FULL Insertion is not possible!" and terminate.
· If it is NOT FULL
· read a value to store in stack, say scanf(val)
· then increment top value by one (top++)
· set stack[top] to value (stack[top] = val).
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pop() - Delete a value from the Stack3

In a stack, pop() is a function used to delete an element from the stack. In a stack, the element is always deleted from top position. Pop function does not take any value as parameter.

· Check whether stack is EMPTY. if(top == -1)
· If it is EMPTY,
· then display "Stack is EMPTY! Deletion is not possible!" and terminate.
· If it is NOT EMPTY,
· then display stack[top] is deleted and decrement top value by one (top--).



display() - Displays the elements of a Stack

We can use the following steps to display the elements of a stack.

· Check whether stack is EMPTY. if (top == -1)
· If it is EMPTY
· then display "Stack is EMPTY!" and terminate.
· If it is NOT EMPTY
· then define a variable 'i' and initialize with current top value.
· Display stack[i] value and decrement i value by one (i--).
· Repeat above step until i value becomes '0'


Representation of a Stack using Arrays:
When a element is added to a stack, the operation is performed by push().
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Linked List Implementation of Stack:

stack implemented using an array works only for a fixed number of data values(size of array).
Instead of using array, we can also use linked list to implement stack. Linked list allocates the memory dynamically. The Stack implemented using linked list can organize as many data values as we want.

First we create a node structure. below is the Linked list node, which will have data in it and a node pointer to store the address of the next node element.

struct node
{
int data; node *next;
};

In linked list implementation of a stack, every new element is inserted as 'top' element. Whenever we want to remove an element from the stack, simply remove the node which is pointed by 'top' by moving 'top' to its previous node in the list. The next field of the first inserted element will be
always NULL.
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In the above example, the last inserted node is 99 and the first inserted node is 25. The order of elements inserted is 25, 32,50 and 99.

Stack Applications:
1. Stack is used by compilers to check for balancing of parentheses, brackets and braces.
2. Stack is used to evaluate a postfix expression.

3. Stack is used to convert an infix expression into postfix/prefix form.

push(value) - Inserting an element into the Stack
We can use the following steps to insert a new node into the stack...

· Step 1 - Create a temp node with given value.
· Step 2 - Check whether stack is Empty (top == NULL)
· Step 3 - If it is Empty,
· then set temp → next = NULL
· top = temp
· Step 4 - If it is Not Empty,
· then set temp → next = top.
· Finally, set top = newNode.
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pop() - Deleting an Element from a Stack7

We can use the following steps to delete a node from the stack...

· Check whether stack is Empty (top == NULL).
· If it is Empty,
· then display "Stack is underflow" and terminate
· If it is Not Empty,
· then define a Node pointer 'temp' and set temp = top.
· set 'top = top → next'.
· Finally, delete 'temp'. (free(temp)).



display() - Displaying stack of elements
We can use the following steps to display the elements (nodes) of a stack...

· Check whether stack is Empty (top == NULL).
· If it is Empty,
· then display 'Stack is Underflow' and terminate
· If it is Not Empty,
· then define a Node pointer 'temp' and set temp = top.
· Display temp → data and move it to the next node(temp=temp->next).
· Repeat the above step until temp reaches to the first node in the stack.
· i.e., while(temp != NULL).

In-fix- to Postfix Transformation:
Procedure:
Procedure to convert from infix expression to postfix expression is as follows:
1. Scan the infix expression from left to right.
2. a)	If the scanned symbol is left parenthesis, push it onto the stack.
b) If the scanned symbol is an operand, then place directly in the postfix expression (output).
c) If the symbol scanned is a right parenthesis, then go on popping all the items from the stack and place them in the postfix expression till we get the matching left parenthesis.
d) If the scanned symbol is an operator, then go on removing all the operators from the stack and place them in the postfix expression, if and only if the precedence of the operator which is on the top of the stack is greater than (or equal) to the precedence of the scanned operator and push the scanned operator onto the stack otherwise, push the scanned operator onto the stack.


Convert the following infix expression A + B * C – D / E * H into its equivalent postfix expression.

	Symbol
	Postfix string
	Stack
	

	A
	A
	
	

	+
	A
	+
	

	B
	A B
	+
	

	*
	A B
	+ *
	

	C
	A B C
	-
	

	-
	A B C * +
	-
	

	D
	A B C * + D
	-
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	/
	A B C * + D
	- /
	

	E
	A B C * + D E
	- /
	

	*
	A B C * + D E /
	- *
	

	H
	A B C * + D E / H
	- *
	

	End of string
	
A B C * + D E / H * -
	The input is now empty. Pop the output symbols from the stack until it is empty.




Evaluating Postfix Expressions:
Procedure:
The postfix expression is evaluated easily by the use of a stack. Step 1: When a operand/number is seen, it is pushed onto the stack
Step 2: When an operator is seen, the top two opearnds are popped from the stack and the operator is applied on them. The result is pushed back onto the stack.
Step 3: At the end of expression final result in the stack will be the output.


Evaluate the postfix expression: 6 5 2 3 + 8 * + 3 + *

	Symbol
	Operand 1
	Operand 2
	Value
	Stack
	Remarks

	6
	
	
	
	6
	

	5
	
	
	
	6, 5
	

	2
	
	
	
	6, 5, 2
	

	3
	
	
	
	6, 5, 2, 3
	The first four symbols are placed on the stack.

	
+
	
2
	
3
	
5
	
6, 5, 5
	Next a ‘+’ is read, so 3 and 2 are popped from the stack and their sum 5, is pushed

	8
	2
	3
	5
	6, 5, 5, 8
	Next 8 is pushed

	
*
	
5
	
8
	
40
	
6, 5, 40
	Now a ‘*’ is seen, so 8 and 5 are popped as 8 * 5 = 40 is pushed

	
+
	
5
	
40
	
45
	
6, 45
	Next, a ‘+’ is seen, so 40 and 5 are popped and 40 + 5 = 45 is pushed

	3
	5
	40
	45
	6, 45, 3
	Now, 3 is pushed



	+
	45
	3
	48
	6, 48
	Next, ‘+’ is seen so 3 and 45 are popped and 45 + 3 = 48 is
pushed

	
*
	
6
	
48
	
288
	
288
	Finally, a ‘*’ is seen and 48 and 6 are popped, the result 6
* 48 = 288 is pushed





Queue

A queue data structure can be implemented using one dimensional array. The queue implemented using array stores only fixed number of data values. To implement queue data structure using array define a one dimensional array of specific size then insert or delete the values into that array by using FIFO (First In First Out) mechanism with the help of variables 'front' and 'rear'. Initially both 'front' and 'rear' are set to
-1. Whenever, we want to insert a new value into the queue, increment 'rear' value by one and then insert at that position. Whenever we want to delete a value from the queue, then delete the element which is at 'front' position and increment 'front' value by one.

Queue Operations using Array

create an empty queue.

· Step 1 - Define a constant size for array, say #define size 10
· Step 2 - Create a one dimensional array with above defined SIZE (int queue[SIZE])
· Step 3 - Define two integer variables 'front' and 'rear' and initialize both with '-1'.
· (int front = -1, rear = -1)

enQueue() - Inserting value into the queue
In a queue data structure, enQueue() is a function used to insert a new element into the queue. In a queue, the new element is always inserted at rear position. The enQueue() function reads one integer value(val) and inserts that value into the queue. We can use the following steps to insert an element into the queue...

· Step 1 - Check whether queue is FULL. (rear == SIZE-1)
· Step 2 - If it is FULL, then display
· "Queue is FULL, Insertion is not possible" and terminate.
· Step 3 - If it is NOT FULL, then
· then check 'front == -1' if it is TRUE, then set front = 0.
· increment rear value by one (rear++) and set queue[rear] = val.

deQueue() - Deleting a value from the Queue
In a queue data structure, deQueue() is a function used to delete an element from the queue. In a queue, the element is always deleted from front position. The deQueue() function does not take any value as parameter. We can use the following steps to delete an element from the queue...

· Step 1 - Check whether queue is EMPTY. (front == -1)
· Step 2 - If it is EMPTY,
· then display "Queue is EMPTY, Deletion is not possible" and terminate.
· Step 3 - If it is NOT EMPTY,
· Then display queue[front] is the element being deleted,
· then increment the front value by one (front ++).
· Then check whether both front and rear are equal (front == rear),
· if it TRUE,
· then set both front and rear to '-1' (front = rear = -1).



display() - Displays the elements of a Queue
We can use the following steps to display the elements of a queue...

· Step 1 - Check whether queue is EMPTY. (front == -1 )
· Step 2 - If it is EMPTY, then
· display "Queue is EMPTY!!!" and terminate.
· If it is NOT EMPTY,
· then define an integer variable 'i' and set 'i = front'.
· Display 'queue[i]' value and increment 'i' value by one (i++).
· Repeat the same until 'i' value reaches to rear (i <= rear)
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Queue Operations using Linked List
queue implemented using an array will work for an only fixed number of data values. A queue data structure can be implemented using a linked list data structure. The Queue implemented using linked list can organize as many data values as we want.

In linked list implementation of a queue, the last inserted node is always pointed by 'rear' and the first node is always pointed by 'front'.
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To implement queue using linked list,
· Step 1 - Define a 'Node' structure with two members data and next. struct Node
{
int data;
struct Node * next;
};

struct Node *front = NULL; struct Node *rear = NULL;

· Step 2 - Define two Node pointers 'front' and 'rear' and set both to NULL.

enQueue(value) - Inserting an element into the Queue
We can use the following steps to insert a new node into the queue...

· Step 1 - Create a temp with given value and set 'temp → next' to NULL.

struct Node *temp = (struct Node*)malloc(sizeof(struct Node));
scanf(“%d”,&val); temp -> data = val; temp -> next = NULL;

· Step 2 - Check whether queue is Empty (rear == NULL)
· If it is Empty then,
· set rear = temp and front = temp. // need to update front as it is first node
· If it is Not Empty then,
· set rear → next = temp and rear = temp.15






deQueue() - Deleting an Element from Queue
We can use the following steps to delete a node from the queue...

Check whether queue is Empty (front == NULL).

· If it is Empty, then
· display "Queue is Empty, Deletion is not possible" and terminate.
· If it is Not Empty then
· define a Node pointer 'temp' and set it to 'front', temp = front.
· then set 'front = front → next' and delete 'temp' (free(temp)).

display() - Displaying the elements of Queue
We can use the following steps to display the elements (nodes) of a queue...

· Step 1 - Check whether queue is Empty (front == NULL).
· If it is Empty then,
· display 'Queue is Empty!!!' and terminate.
· If it is Not Empty then,
· define a Node pointer 'temp' and initialize with front.
· Display 'temp → data ' and move it to the next node. temp = temp -> next
· Repeat the same until 'temp' reaches to 'rear'/lastnode (temp != NULL).
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Circular Queue:

In a Queue Data Structure, we can insert elements until queue becomes full, once the queue becomes full, we can not insert the next element until all the elements are deleted from the queue.

A circular queue is a data structure in which the last position is connected back to the first position to make a circle. we can insert the elements in previously deleted positions by moving front to beginning again.

Implementation of Circular Queue
To implement a circular queue

· Step 1 - Create a one dimensional array with constant SIZE (int cQueue[SIZE])
· Step 2 - Define two integer variables 'front' and 'rear' and initialize both with '-1'.
· (int front = -1, rear = -1)



enQueue(value) - Inserting value into the Circular Queue
In a circular queue, enQueue() is a function which is used to insert an element into the circular queue. The new element is always inserted at rear position. In enQueue() function an integer value will be read and inserted into the circular queue.

· Step 1 - Check whether queue is FULL. ((rear == SIZE-1 && front == 0) || (front == rear+1))
· If it is FULL, then
· display "Queue is FULL. Insertion is not possible!" and terminate.
· If it is NOT FULL
· then check 'front == -1' if it is TRUE, then set front = 0.
· Increment rear = (rear+1)%size.
· set queue[rear] = value
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deQueue() - Deleting a value from the Circular Queue
In a circular queue, deQueue() is a function used to delete an element from the circular queue. In a circular queue, the element is always deleted from front position. The deQueue() function doesn't take any value as a parameter.

· Check whether queue is EMPTY. (front == -1 && rear == -1)
· If it is EMPTY,
· then display "Queue is EMPTY! Deletion is not possible!" and terminate.
· If it is NOT EMPTY,
· then display queue[front] is the element being deleted element
· increment the front value by one front = (front+1)%size.
· Then check whether both front - 1 and rear are equal (front -1 == rear),
· if it TRUE,
· then set both front and rear to '-1' (front = -1 and rear = -1).



display() - Displays the elements of a Circular Queue
We can use the following steps to display the elements of a circular queue...

· Check whether queue is EMPTY. (front == -1)
· If it is EMPTY,
· then display "Queue is EMPTY" and terminate.
· If it is NOT EMPTY,
· then define an integer variable 'i' and set 'i = front'.
· Check whether 'front <= rear', if it is TRUE, then display 'queue[i]' value
· increment 'i' value by one (i++).
· Repeat the same until 'i <= rear' becomes FALSE.

[image: ]
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Applications of Queues
· Direct applications:-
· Waiting lists
· Access to shared resources (e.g., printer)
· Multiprogramming
· Indirect applications:-
· Auxiliary data structure for algorithms
· Component of other data structures
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